R Notebook

For fitting the Block-Marschack and the other inequalities, we need a function that solves quadratic equations with inequality constraints. R offers several such packages, see section ‘Quadratic Optimization’ on: <https://cran.r-project.org/view=Optimization> Initially, we used the most popular package, quadprog (<https://cran.r-project.org/package=quadprog>) for this purpose. However, in some cases the function got stuck. Consequently, we tried other packages. Frr example, we observed good, albeit slow, results with Dykstra (<https://cran.r-project.org/package=Dykstra>). So all results reported here should replicate with Dykstra as well. We finally settled on quadprogpp which is a new and fast implementation of quadprog, which currently is only available from github: <https://github.com/fnoorian/quadprogpp> It requires a C++ compiler (e.g., Rtools on Windows or Xtools on Mac) and can then be installed via devtools

## Demographics

## Prepare Data

din$correct <- if\_else(din$Test\_T1\_originalIdentification == "F68", 1, 0)  
din$n <- if\_else(!is.na(din$Test\_T1\_originalIdentification) == "F68",1,0)  
  
  
dat <- din %>%   
 group\_by(Test\_T1\_lineupSize) %>%  
 summarise(correct = sum(correct),  
 n = n())  
  
dvector <- dat %>%   
 group\_by(Test\_T1\_lineupSize) %>%  
 summarise(corr = sum(correct),  
 incorrect = sum(n) - sum(correct)) %>%   
 select(-Test\_T1\_lineupSize) %>%   
 as.matrix() %>%   
 t() %>%   
 as.vector  
  
dvector

## [1] 296 38 262 82 223 108 209 113 185 145 182 149 365 361

prop\_vector <- dat %>%   
 group\_by(Test\_T1\_lineupSize) %>%   
 summarise(out = sum(correct)/sum(n)) %>%   
 {.$out}  
  
prop\_vector

## [1] 0.8862275 0.7616279 0.6737160 0.6490683 0.5606061 0.5498489 0.5027548

## Fit Block-Marschak

## inequality matrix

getGsq <- function(Q,dd){  
 ee <- c(rbind(Q, 1-Q))\*sum(dd[1:2])  
 # compute Gsq  
 Gsq <- 2\*sum(dd[dd!=0]\*(log(dd[dd!=0])-log(ee[dd!=0])))  
 return(Gsq)  
}  
  
#the following fits to something that I don't understand  
qpfit\_BM <- -1\*QP.Solve(  
 G = diag(7), #n by n matrix appearing in the quadratic function to be minimized.  
 g0 = prop\_vector, #vector on length n appearing in the quadratic function to be minimized.  
 CI = -1\*t(MM[-c(42:48),-c(1,9)]), #n by m constraints matrix.   
 ci0 = -1\*MM[-c(42:48),9] #constraints constants, with size m.   
 )  
qpfit\_BM

## [1] 0.8711353 0.7687420 0.6885933 0.6264624 0.5781227 0.5393473 0.5059095

#the following fits to the full Block-Marschak inequalities  
qpfit\_BMML <- -1\*QP.Solve(  
 G = diag(7),   
 g0 = prop\_vector,   
 CI = -1\*t(MM[,-c(1,9)]),   
 ci0 = -1\*MM[,9]  
 )  
qpfit\_BMML

## [1] 0.8719132 0.7694413 0.6887421 0.6259732 0.5772925 0.5388578 0.5068268

prop\_vector

## [1] 0.8862275 0.7616279 0.6737160 0.6490683 0.5606061 0.5498489 0.5027548

### yields rankings

rnko <- c(choose(7,0:7) \*   
 (c(MM[MM[,"max"] == 8,][-c(2),-c(1,9)]%\*%qpfit\_BMML) +   
 c(rep(0,7),1)))  
rnko

## [1] 5.068268e-01 2.242170e-01 1.344781e-01 1.344781e-01 -5.051515e-14  
## [6] -5.362377e-14 -1.632028e-14 -1.199041e-14

rnkn <- (1-rnko)/7  
rnkn

## [1] 0.07045331 0.11082615 0.12364599 0.12364599 0.14285714 0.14285714  
## [7] 0.14285714 0.14285714

cumsum(rnkn)

## [1] 0.07045331 0.18127946 0.30492544 0.42857143 0.57142857 0.71428571  
## [7] 0.85714286 1.00000000

cumsum(rnko)

## [1] 0.5068268 0.7310438 0.8655219 1.0000000 1.0000000 1.0000000 1.0000000  
## [8] 1.0000000

## G-square:

# Block- Marschak

fitdata\_BM <- getGsq(qpfit\_BM, dvector)  
fitdata\_BM

## [1] 1106.618

# Block-Marschak with monotonic likelihood

fitdata\_BMML <- getGsq(qpfit\_BMML, dvector)  
fitdata\_BMML

## [1] 1106.602

### multiplicative inequalities (note \*\* = ^)

epc <- c(1,qpfit\_BMML)  
  
all(c(  
epc[3] > epc[2]\*\*2 , # 2 > 1+1  
epc[4] > epc[2]\*\*3 , # 3 > 1+1+1  
epc[4] > epc[2]\*epc[3] , # 3 > 1+2  
epc[5] > epc[2]\*\*4 , # 4 > 1+1+1+1  
epc[5] > epc[3]\*epc[2]\*\*2 , # 4 > 2+1+1  
epc[5] > epc[3]\*\*2 , # 4 > 2+2  
epc[5] > epc[4]\*epc[2] , # 4 > 3+1  
epc[6] > epc[2]\*\*5 , # 5 > 1+1+1+1+1  
epc[6] > epc[2]\*\*3\*epc[3] , # 5 > 2+1+1+1  
epc[6] > epc[3]\*\*2\*epc[2], # 5 > 2+2+1  
epc[6] > epc[4]\*epc[2]\*\*2 , # 5 > 3+1+1  
epc[6] > epc[4]\*epc[3] , # 5 > 3+2  
epc[6] > epc[5]\*epc[2] , # 5 > 4+1  
epc[7] > epc[2]\*\*6 , # 6 > 1+1+1+1+1+1  
epc[7] > epc[3]\*epc[2]\*\*4 , # 6 > 2+1+1+1+1  
epc[7] > epc[3]\*\*2\*epc[2]\*\*2, # 6 > 2+2+1+1  
epc[7] > epc[3]\*\*3 , # 6 > 2+2+2  
epc[7] > epc[4]\*epc[2]\*\*3 , # 6 > 3+1+1+1  
epc[7] > epc[4]\*epc[3]\*epc[2], # 6 > 3+2+1  
epc[7] > epc[4]\*\*2 , # 6 > 3+3  
epc[7] > epc[5]\*epc[2]\*\*2 , # 6 > 4+1+1  
epc[7] > epc[5]\*epc[3] , # 6 > 4+2  
epc[7] > epc[6]\*epc[2] , # 6 > 5+1  
epc[8] > epc[2]\*\*7 , # 7 > 1+1+1+1+1+1+1  
epc[8] > epc[3]\*epc[2]\*\*5 , # 7 > 2+1+1+1+1+1  
epc[8] > epc[3]\*\*2\*epc[2]\*\*3 , # 7 > 2+2+1+1+1  
epc[8] > epc[3]\*\*3\*epc[2] , # 7 > 2+2+2+1  
epc[8] > epc[4]\*epc[2]\*\*4 , # 7 > 3+1+1+1+1  
epc[8] > epc[4]\*epc[3]\*epc[2]\*\*2 , # 7 > 3+2+1+1  
epc[8] > epc[4]\*epc[3]\*\*2, # 7 > 3+2+2  
epc[8] > epc[4]\*\*2\*epc[2] , # 7 > 3+3+1  
epc[8] > epc[5]\*epc[2]\*\*3, # 7 > 4+1+1+1  
epc[8] > epc[5]\*epc[3]\*epc[2] , # 7 > 4+2+1  
epc[8] > epc[5]\*epc[4] , # 7 > 4+3  
epc[8] > epc[6]\*epc[2]\*\*2 , # 7 > 5+1+1  
epc[8] > epc[6]\*epc[3] , # 7 > 5+2  
epc[8] > epc[7]\*epc[2] # 7 > 6+1  
))

## [1] TRUE

## Therefore, G-Square equal to 0, p-value equal to 1.

## —————————————————————

## get bootstrap p-value -

## —————————————————————

nsim <- 100000  
gfitdata\_BM <- vector("numeric", nsim)  
gfitdata\_BMML <- vector("numeric", nsim)  
  
get\_np\_sample <- function(dvec) {  
 out <- vector("numeric", length(dvec))  
 for (i in seq\_len(length(dvec)/2)) {  
 sel <- (i-1)\*2 + (1:2)  
 out[sel] <- rmultinom(1, sum(dvec[sel]), dvec[sel]/sum(dvec[sel]) )[,1]  
 }  
 out  
}  
  
get\_p\_sample <- function(dvec, prob) {  
 out <- vector("numeric", length(dvec))  
 for (i in seq\_len(length(dvec)/2)) {  
 sel <- (i-1)\*2 + (1:2)  
 out[sel] <- rmultinom(1, sum(dvec[sel]), c(prob[i], 1-prob[i]) )[,1]  
 }  
 out  
}  
  
set.seed(666)  
for(iii in 1:nsim){  
  
 gdd <- get\_np\_sample(dvector)  
   
 g\_qpfit <- -1\*QP.Solve(diag(7), gdd[seq(1,13,2)]/sum(dvector[1:2]),   
 -1\*t(MM[-c(42:48),-c(1,9)]), -1\*MM[-c(42:48),9])  
   
   
 gdd <- get\_p\_sample(dvector, g\_qpfit)  
   
 g\_qpfit <- -1\*QP.Solve(diag(7), gdd[seq(1,13,2)]/sum(dvector[1:2]),   
 -1\*t(MM[-c(42:48),-c(1,9)]), -1\*MM[-c(42:48),9])   
   
   
 gfitdata\_BM[iii] <- getGsq(g\_qpfit,gdd)  
   
}  
## p-value ##  
mean(gfitdata\_BM > fitdata\_BM)

## [1] 1

## [1] 0.98182  
describe(gfitdata\_BM)

## vars n mean sd median trimmed mad min max range  
## X1 1 1e+05 1394.82 27.43 1392.99 1393.77 26.88 1305.28 1553.18 247.89  
## skew kurtosis se  
## X1 0.42 0.38 0.09

set.seed(999)  
for(iii in 1:nsim){  
  
 gdd <- get\_np\_sample(dvector)  
   
 g\_qpfit <- -1\*QP.Solve(diag(7), gdd[seq(1,13,2)]/sum(dvector[1:2]),   
 -1\*t(MM[,-c(1,9)]), -1\*MM[,9])  
   
   
 gdd <- get\_p\_sample(dvector, g\_qpfit)  
   
 g\_qpfit <- -1\*QP.Solve(diag(7), gdd[seq(1,13,2)]/sum(dvector[1:2]),   
 -1\*t(MM[,-c(1,9)]), -1\*MM[,9])   
   
   
 gfitdata\_BMML[iii] <- getGsq(g\_qpfit,gdd)  
   
}  
## p-value ##  
mean(gfitdata\_BMML > fitdata\_BMML)

## [1] 1

# [1] 0.92689

## Figure

library("ggplot2", lib.loc="~/R/win-library/3.5")  
library("grDevices", lib.loc="C:/Program Files/R/R-3.5.3/library")  
library("graphics", lib.loc="C:/Program Files/R/R-3.5.3/library")  
dd <- dvector  
print(dd)

## [1] 296 38 262 82 223 108 209 113 185 145 182 149 365 361

par(mfrow=c(1,2))  
h <- dd[seq(1,13,2)]  
h

## [1] 296 262 223 209 185 182 365

size <- c(sum(dd[1:2]),   
 sum(dd[3:4]),   
 sum(dd[5:6]),   
 sum(dd[7:8]),   
 sum(dd[9:10]),   
 sum(dd[11:12]),  
 sum(dd[13:14])  
 )  
size

## [1] 334 344 331 322 330 331 726

tpc <- dd[seq(1,13,2)]/size  
print(tpc)

## [1] 0.8862275 0.7616279 0.6737160 0.6490683 0.5606061 0.5498489 0.5027548

#pdf("Figure\_E1.pdf", 8, 4.5)  
  
par(pty="s")  
plot(2:8,tpc,pch=15,cex=1.5,xlim=c(1.5,8.5),ylim=c(0,1),  
 xlab="Choice Set Size (m)", ylab="Proportion Correct",  
 cex.lab=1.3, main="m-AFC Performance",xaxs="i",yaxs="i")  
  
cil <- tpc - 1.96\*sqrt((tpc\*(1-tpc))/sum(dd[1:2]))  
ciu <- tpc + 1.96\*sqrt((tpc\*(1-tpc))/sum(dd[1:2]))  
  
for(ii in 1:7) segments(ii+1,ciu[ii],ii+1,cil[ii])  
  
polygon(rep(seq(1.5,8.5,1),each=2),c(0,rep(1/(2:8),each=2),0),  
 col="lightgray",border = FALSE)  
lines(rep(seq(1.5,8.5,1),each=2),c(0,rep(1/(2:8),each=2),0),lty=2)  
box()  
points(2:8,c((qpfit\_BMML)),pch=21,cex=1,bg="darkgray")  
  
  
legend(6, 0.9, legend=c("Data","BMI-ML"),   
 pch=c(15,21),col=rep("black",2),   
 pt.bg=c(NULL,"darkgray"), cex=1)

![](data:image/png;base64,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) # ROC #

par(pty="s")  
plot(cumsum(rnkn),cumsum(rnko),typ="l",pch=16,xaxs="i",yaxs="i",  
xlab="False Alarms", ylab="Hits",cex.lab=1.3, main="Yes-No ROC",lwd=2,  
xlim=c(0,1), ylim=c(0,1),cex=1.3)  
points(cumsum(rnkn),cumsum(rnko),pch=21,bg="darkgray",cex=1.3)  
polygon(c(0,1,1),c(0,0,1),col="lightgray",border = FALSE)  
abline(0,1,lty=2)  
segments(0,1,0.5,0.5,lty=2)  
box()
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#dev.off()